# Exercises: Database Programmability and Transactions

This document defines the **exercise assignments** for the [MySQL course @ Software University.](https://softuni.bg/opencourses/databases-basics-mysql)

# Part I – Queries for SoftUni Database

## Employees with Salary Above 35000

Create stored procedure usp\_get\_employees\_salary\_above\_35000 that returns all employees' first and last names for whose salary is above 35000. The result should be sorted by first\_name then by last\_name alphabetically, and id **ascending**. Submit your query statement as Run skeleton, run queries & check DB in Judge.

**CREATE PROCEDURE usp\_get\_employees\_salary\_above\_35000()**

**BEGIN**

**SELECT first\_name,last\_name**

**FROM employees**

**WHERE salary>35000**

**order by first\_name,last\_name,employee\_id;**

**END**

### Example

|  |  |
| --- | --- |
| **first\_name** | **last\_name** |
| Amy | Alberts |
| Brian | Welcker |
| Dan | Wilson |
| … | … |

## Employees with Salary Above Number

Create stored procedure sa that **accept a decimal number** (with precision, **4 digits** after the decimal point) as parameter and return **all employee's first and last names** whose salary is **above or equal** to the given number. The result should be sorted by first\_name then by last\_name **alphabetically** and id **ascending**. Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_get\_employees\_salary\_above (desired\_salary DECIMAL(19,4))**

**BEGIN**

**SELECT first\_name,last\_name**

**FROM employees**

**WHERE salary>=desired\_salary**

**order by first\_name,last\_name,employee\_id;**

**END**

### Example

Supplied number for that example is 45000.

|  |  |
| --- | --- |
| **first\_name** | **last\_name** |
| Amy | Alberts |
| Brian | Welcker |
| Dylan | Miller |
| … | … |

## Town Names Starting With

Write a stored procedure usp\_get\_towns\_starting\_with that **accept string as parameter** and returns **all town names starting with that string.** The result should be sorted by town\_name alphabetically. Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_get\_towns\_starting\_with (town\_substring VARCHAR(50))**

**BEGIN**

**SELECT `name`**

**FROM towns**

**WHERE `name` like CONCAT(town\_substring,'%')**

**order by `name`;**

**END**

### Example

Here is the list of all towns **starting with "b".**

|  |
| --- |
| **town\_name** |
| Bellevue |
| Berlin |
| Bordeaux |
| Bothell |

## Employees from Town

Write a stored procedure usp\_get\_employees\_from\_town that accepts town\_name as parameter and return the **employees' first and last name that live in the given town.** The result should be sorted by first\_name then by last\_name alphabetically and id **ascending**. Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_get\_employees\_from\_town (searched\_town VARCHAR(50))**

**BEGIN**

**SELECT first\_name,last\_name**

**FROM employees as e**

**JOIN addresses as a on e.address\_id=a.address\_id**

**JOIN towns as t on a.town\_id=t.town\_id**

**WHERE t.name like searched\_town**

**order by first\_name,last\_name;**

**END**

### Example

Here it is a list of employees **living in Sofia.**

|  |  |
| --- | --- |
| **first\_name** | **last\_name** |
| George | Denchev |
| Martin | Kulov |
| Svetlin | Nakov |

## Salary Level Function

Write a function ufn\_get\_salary\_level that receives **salary of an employee** and returns the **level of the salary**.

* If salary is **< 30000** return **"Low"**
* If salary is **between 30000 and 50000 (inclusive)** return **"Average"**
* If salary is **> 50000** return **"High"**

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE FUNCTION ufn\_get\_salary\_level(salary DECIMAL(18, 4))**

**RETURNS VARCHAR(10)**

**DETERMINISTIC**

**BEGIN**

**DECLARE salary\_level VARCHAR(10);**

**IF salary<30000 then SET salary\_level = "Low";**

**elseIF salary between 30000 and 50000 THEN SET salary\_level = "Average";**

**else SET salary\_level = "High";**

**end if;**

**return salary\_level;**

**END**

### Example

|  |  |
| --- | --- |
| **salary** | **salary\_Level** |
| 13500.00 | Low |
| 43300.00 | Average |
| 125500.00 | High |

## Employees by Salary Level

Write a stored procedure usp\_get\_employees\_by\_salary\_levelthat receive as **parameter** **level of salary** (low, average or high) and print the **names of all employees** that have given level of salary. The result should be sorted by first\_name then by last\_name both in **descending order**.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE FUNCTION ufn\_get\_salary\_level(salary DECIMAL(18, 4))**

**RETURNS VARCHAR(10)**

**return (case when salary<30000 then "Low"**

**when salary>50000 then "High"**

**else "Average" end);**

**CREATE PROCEDURE usp\_get\_employees\_by\_salary\_level(salary\_level VARCHAR(10))**

**BEGIN**

**SELECT e.first\_name,e.last\_name**

**FROM employees as e**

**WHERE ufn\_get\_salary\_level(e.salary)=salary\_level**

**order by e.first\_name DESC,e.last\_name DESC;**

**END**

### Example

Here is the list of all employees with **high salary**.

|  |  |
| --- | --- |
| **first\_name** | **last\_name** |
| Terri | Duffy |
| Laura | Norman |
| Ken | Sanchez |
| … | … |

## Define Function

Define a function ufn\_is\_word\_comprised(set\_of\_letters varchar(50), word varchar(50)) that returns 1 or 0 depending on that if the word is a comprised of the given set of letters.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE FUNCTION ufn\_is\_word\_comprised(set\_of\_letters VARCHAR(50), word VARCHAR(50))**

**RETURNS INT(1)**

**BEGIN**

**DECLARE count\_let INT;**

**DECLARE length INT;**

**DECLARE current\_char VARCHAR(5);**

**SET length = CHAR\_LENGTH(word);**

**SET count\_let =1;**

**iter\_word: LOOP**

**SET current\_char = SUBSTR(word,count\_let,1);**

**IF LOCATE(current\_char,set\_of\_letters)=0 THEN RETURN 0;**

**ELSEIF count\_let=length THEN RETURN 1;**

**END IF;**

**SET count\_let = count\_let + 1;**

**END LOOP iter\_word;**

**END**

### Example

|  |  |  |
| --- | --- | --- |
| **set\_of\_letters** | **word** | **result** |
| Oistmiahf | Sofia | 1 |
| Oistmiahf | halves | 0 |
| Bobr | Rob | 1 |
| Pppp | Guy | 0 |

# PART II – Queries for Bank Database

## Find Full Name

You are given a database schema with tables:

* account\_holders(id (PK), first\_name, last\_name, ssn)

and

* accounts(id (PK), account\_holder\_id (FK), balance).

Write a stored procedure **usp\_get\_holders\_full\_name** that selects the full names of all people**.** The result should be sorted by **full\_name** alphabetically and **id ascending**. Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_get\_holders\_full\_name()**

**BEGIN**

**SELECT concat(first\_name," ", last\_name) as full\_name**

**FROM account\_holders**

**order by full\_name,id;**

**END**

### Example

|  |
| --- |
| **full\_name** |
| Bjorn Sweden |
| Jimmy Henderson |
| Kim Novac |
| … |

## People with Balance Higher Than

Your task is to create a stored procedure usp\_get\_holders\_with\_balance\_higher\_than that accepts a **number as a parameter** and returns all **people who have more money in total of all their accounts than the supplied number**. The result should be sorted by **account\_holders.id** ascending.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_get\_holders\_with\_balance\_higher\_than(money decimal(12,4))**

**BEGIN**

**SELECT first\_name,last\_name**

**FROM account\_holders as h**

**Left JOIN accounts as a**

**ON h.id=a.account\_holder\_id**

**GROUP BY first\_name,last\_name**

**HAVING SUM(a.balance) > money;**

**END**

### Example

Supplied number for that example is 7000.

|  |  |
| --- | --- |
| **first\_name** | **last\_name** |
| Susan | Cane |
| Petar | Kirilov |
| Zlatina | Pateva |
| … | … |

## Future Value Function

Your task is to create a function ufn\_calculate\_future\_value that accepts as parameters – **sum** (with precision, **4 digits** after the decimal point), **yearly interest rate (double)** and **number of years(int)**. It should calculate and return the **future value of the initial sum**. The result from the function **must** be **decimal, with percision 4**.

Using the following formula:

![](data:image/png;base64,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)

* **I** – Initial sum
* **R** – Yearly interest rate
* **T** – Number of years

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE FUNCTION ufn\_calculate\_future\_value(sum double(15,4),rate double,years int)**

**RETURNS decimal (15,4)**

**RETURN sum\*Power(1+rate,years);**

### Example

|  |  |
| --- | --- |
| **Input** | **Output** |
| **Initial sum:** 1000  **Yearly Interest rate:** 50%  **years:** 5  ufn\_calculate\_future\_value(1000, 0.5, 5) | 7593.7500 |

## Calculating Interest

Your task is to create a stored procedure usp\_calculate\_future\_value\_for\_account that accepts as parameters – **id** of account and **interest** rate. The procedure uses the function from the previous problem to give an interest to a person's account **for 5 years**, along with information about his/her **account id, first name, last name and current balance** as it is shown in the example below. It should take the **account\_id** and the **interest\_rate** as parameters. Interest rate should have precision up to 0.0001, same as the calculated balance after 5 years. **Be extremely careful to achieve the desired precision!**

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE FUNCTION ufn\_calculate\_future\_value(sum decimal(19,4),rate decimal(19,4),years int)**

**RETURNS decimal(19,4)**

**deterministic**

**RETURN sum\*pow(1+rate,years);**

**CREATE PROCEDURE usp\_calculate\_future\_value\_for\_account(id int, rate double(10,4))**

**BEGIN**

**SELECT a.id, h.first\_name,h.last\_name, a.balance as current\_balance,**

**ufn\_calculate\_future\_value(a.balance,rate,5) as balance\_in\_5\_years from account\_holders as h**

**Left JOIN accounts as a**

**ON h.id=a.account\_holder\_id**

**where a.id=id;**

**END**

### Example

Here is the result for **account\_id = 1** and **interest\_rate = 0.1.**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **account\_id** | **fist\_name** | **last\_name** | **current\_balance** | **balance\_in\_5\_years** |
| 1 | Susan | Cane | 123.1200 | 198.2860 |

## Deposit Money

Add stored procedure usp\_deposit\_money(account\_id, money\_amount) that operate in transactions.

Make sure to guarantee valid positive money\_amount with precision up to **fourth sign after decimal point**. The procedure should produce exact results working with the specified precision.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_deposit\_money(id int,money\_amount decimal(19,4))**

**BEGIN**

**START TRANSACTION;**

**IF(money\_amount<=0 ) THEN**

**ROLLBACK;**

**ELSE**

**UPDATE accounts as ac SET ac.balance = ac.balance + money\_amount**

**WHERE ac.id = id;**

**END IF;**

**END**

### Example

Here is the result for **account\_id = 1** and **money\_amount = 10.**

|  |  |  |
| --- | --- | --- |
| **account\_id** | **account\_holder\_id** | **balance** |
| 1 | 1 | 133.1200 |

## Withdraw Money

Add stored procedures usp\_withdraw\_money(account\_id, money\_amount) that operate in transactions.

Make sure to guarantee withdraw is done only when balance is enough and money\_amount is valid positive number. **Work with precision up to fourth sign after decimal point**. The procedure should produce exact results working with the specified precision.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_withdraw\_money(id int,money\_amount decimal(19,4))**

**BEGIN**

**START TRANSACTION;**

**IF(money\_amount<=0 or (select balance from accounts as a where a.id=id)<money\_amount) THEN**

**ROLLBACK;**

**ELSE**

**UPDATE accounts as ac SET ac.balance = ac.balance - money\_amount**

**WHERE ac.id = id;**

**END IF;**

**END**

### Example

Here is the result for **account\_id = 1** and **money\_amount = 10.**

|  |  |  |
| --- | --- | --- |
| **account\_id** | **account\_holder\_id** | **balance** |
| 1 | 1 | 123.1200 |

## Money Transfer

Write stored procedure usp\_transfer\_money(from\_account\_id, to\_account\_id, amount)that **transfers money from one account to another**. Consider cases when one of the account\_ids is not valid, the amount of **money is negative number, outgoing balance** is enough or transferring **from/to one and the same account.** Make sure that the whole procedure **passes without errors** and **if error occurs make** **no change in the database.**

Make sure to guarantee exact results working with precision up to fourth sign after decimal point.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE PROCEDURE usp\_transfer\_money(fromID int, toID int,money\_amount decimal(19,4))**

**BEGIN**

**START TRANSACTION;**

**IF(money\_amount<=0 or (select balance from accounts where id=fromID)<money\_amount**

**or fromID=toID or (SELECT count(id) FROM accounts WHERE id like fromID)<>1**

**or (SELECT count(id) FROM accounts WHERE id like toID)<>1) THEN**

**ROLLBACK;**

**ELSE**

**UPDATE accounts SET balance = balance - money\_amount**

**WHERE id = fromID;**

**UPDATE accounts SET balance = balance + money\_amount**

**WHERE id = toID;**

**END IF;**

**END**

### Example

Here is the result for **from\_account\_id = 1, to\_account\_id = 2** and **money\_amount = 10.**

|  |  |  |
| --- | --- | --- |
| **account\_id** | **account\_holder\_id** | **balance** |
| 1 | 1 | 113.1200 |
| 2 | 3 | 4364.2300 |

## Log Accounts Trigger

Create another table – logs(log\_id, account\_id, old\_sum, new\_sum). Add a **trigger** to the **accounts** table that enters a new entry into the **logs** table every time the sum on an **account** changes.

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE TABLE `logs`(**

**log\_id INT PRIMARY KEY AUTO\_INCREMENT,**

**account\_id INT,**

**old\_sum DECIMAL(19, 4),**

**new\_sum DECIMAL(19, 4);**

**CREATE TRIGGER tr\_update\_account**

**AFTER UPDATE**

**ON accounts**

**FOR EACH ROW**

**BEGIN**

**INSERT INTO `logs`(account\_id, old\_sum, new\_sum)**

**VALUES (OLD.id, OLD.balance, NEW.balance);**

**END;**

### Example

The following data in logs table is inserted after updating balance of account with **account\_id = 1** with 10.

|  |  |  |  |
| --- | --- | --- | --- |
| **log\_id** | **account\_id** | **old\_sum** | **new\_sum** |
| 1 | 1 | 123.12 | 113.12 |
| 2 | 1 | 145.43 | 155.43 |

## Emails Trigger

Create another table – notification\_emails(id, recipient, subject, body). Add a trigger to logs table to **create new email whenever new record is inserted in logs table.** The following data is required to be filled for each email:

* recipient – account\_id
* subject – "Balance change for account: **{**account\_id**}**"
* body - "On **{date (current date)}** your balance was changed from **{**old**}** to **{**new**}.**"

Submit your query statement as **Run skeleton, run queries & check DB in Judge.**

**CREATE TABLE `logs`(**

**log\_id INT PRIMARY KEY AUTO\_INCREMENT,**

**account\_id INT NOT NULL,**

**old\_sum DECIMAL(19, 4) NOT NULL,**

**new\_sum DECIMAL(19, 4) NOT NULL);**

**CREATE TRIGGER tr\_change\_balance**

**AFTER UPDATE**

**ON accounts**

**FOR EACH ROW**

**BEGIN**

**INSERT INTO `logs`(account\_id, old\_sum, new\_sum)**

**VALUES (OLD.id, OLD.balance, NEW.balance);**

**END;**

**CREATE TABLE notification\_emails(**

**id INT PRIMARY KEY AUTO\_INCREMENT,**

**recipient INT NOT NULL,**

**`subject` TEXT,**

**body TEXT);**

**CREATE TRIGGER tr\_email\_on\_change\_balance**

**AFTER INSERT**

**ON `logs`**

**FOR EACH ROW**

**BEGIN**

**INSERT INTO notification\_emails(recipient, `subject`, body)**

**VALUES (NEW.account\_id, concat\_ws(' ', 'Balance change for account:', NEW.account\_id), concat\_ws(' ', 'On', NOW(), 'your balance was changed from', NEW.old\_sum, 'to', NEW.new\_sum, '.'));**

**END;**

### Example

|  |  |  |  |
| --- | --- | --- | --- |
| **id** | **recipient** | **subject** | **body** |
| 1 | 1 | Balance change for account: 1 | On Sep 15 2016 at 11:44:06 AM your balance was changed from 133 to 143. |
| … | … | … | … |